**List of array and matrix programming exercises**

1. Write a C program to read and print elements of array.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 1000 // Maximum array size

int main()

{

int arr[MAX\_SIZE]; // Declare an array of MAX\_SIZE

int i, N;

/\* Input array size \*/

printf("Enter size of array: ");

scanf("%d", &N);

/\* Input elements in array \*/

printf("Enter %d elements in the array : ", N);

for(i=0; i<N; i++)

{

scanf("%d", &arr[i]);

}

/\*

\* Print all elements of array

\*/

printf("\nElements in array are: ");

for(i=0; i<N; i++)

{

printf("%d, ", arr[i]);

}

return 0;

}

1. Write a C program to print all negative elements in an array.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum array size

int main()

{

int arr[MAX\_SIZE]; // Declare array of MAX\_SIZE

int i, N;

/\* Input size of the array \*/

printf("Enter size of the array : ");

scanf("%d", &N);

/\* Input elements in the array \*/

printf("Enter elements in array : ");

for(i=0; i<N; i++)

{

scanf("%d", &arr[i]);

}

printf("\nAll negative elements in array are : ");

for(i=0; i<N; i++)

{

/\* If current array element is negative \*/

if(arr[i] < 0)

{

printf("%d\t", arr[i]);

}

}

return 0;

}

1. Write a C program to find sum of all array elements.

Source Code

#include <stdio.h>

#define MAX\_SIZE 100

int main()

{

int arr[MAX\_SIZE];

int i, n, sum=0;

/\* Input size of the array \*/

printf("Enter size of the array: ");

scanf("%d", &n);

/\* Input elements in array \*/

printf("Enter %d elements in the array: ", n);

for(i=0; i<n; i++)

{

scanf("%d", &arr[i]);

// Add each array element to sum

sum += arr[i];

}

printf("Sum of all elements of array = %d", sum);

return 0;

}

1. Write a C program to find maximum and minimum element in an array.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum array size

int main()

{

int arr[MAX\_SIZE];

int i, max, min, size;

/\* Input size of the array \*/

printf("Enter size of the array: ");

scanf("%d", &size);

/\* Input array elements \*/

printf("Enter elements in the array: ");

for(i=0; i<size; i++)

{

scanf("%d", &arr[i]);

}

/\* Assume first element as maximum and minimum \*/

max = arr[0];

min = arr[0];

/\*

\* Find maximum and minimum in all array elements.

\*/

for(i=1; i<size; i++)

{

/\* If current element is greater than max \*/

if(arr[i] > max)

{

max = arr[i];

}

/\* If current element is smaller than min \*/

if(arr[i] < min)

{

min = arr[i];

}

}

/\* Print maximum and minimum element \*/

printf("Maximum element = %d\n", max);

printf("Minimum element = %d", min);

return 0;

}

1. Write a C program to find second largest element in an array.

**Source Code**

#include <stdio.h>

#include <limits.h> // For INT\_MIN

#define MAX\_SIZE 1000 // Maximum array size

int main()

{

int arr[MAX\_SIZE], size, i;

int max1, max2;

/\* Input size of the array \*/

printf("Enter size of the array (1-1000): ");

scanf("%d", &size);

/\* Input array elements \*/

printf("Enter elements in the array: ");

for(i=0; i<size; i++)

{

scanf("%d", &arr[i]);

}

max1 = max2 = INT\_MIN;

/\*

\* Check for first largest and second

\*/

for(i=0; i<size; i++)

{

if(arr[i] > max1)

{

/\*

\* If current element of the array is first largest

\* then make current max as second max

\* and then max as current array element

\*/

max2 = max1;

max1 = arr[i];

}

else if(arr[i] > max2 && arr[i] < max1)

{

/\*

\* If current array element is less than first largest

\* but is greater than second largest then make it

\* second largest

\*/

max2 = arr[i];

}

}

printf("First largest = %d\n", max1);

printf("Second largest = %d", max2);

return 0;

}

1. Write a C program to count total number of even and odd elements in an array.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 //Maximum size of the array

int main()

{

int arr[MAX\_SIZE];

int i, size, even, odd;

/\* Input size of the array \*/

printf("Enter size of the array: ");

scanf("%d", &size);

/\* Input array elements \*/

printf("Enter %d elements in array: ", size);

for(i=0; i<size; i++)

{

scanf("%d", &arr[i]);

}

/\* Assuming that there are 0 even and odd elements \*/

even = 0;

odd = 0;

for(i=0; i<size; i++)

{

/\* If the current element of array is even then increment even count \*/

if(arr[i]%2 == 0)

{

even++;

}

else

{

odd++;

}

}

printf("Total even elements: %d\n", even);

printf("Total odd elements: %d", odd);

return 0;

}

1. Write a C program to count total number of negative elements in an array.

**Soure Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum array size

int main()

{

int arr[MAX\_SIZE]; // Declares array of size 100

int i, size, count = 0;

/\* Input size of array \*/

printf("Enter size of the array : ");

scanf("%d", &size);

/\* Input array elements \*/

printf("Enter elements in array : ");

for(i=0; i<size; i++)

{

scanf("%d", &arr[i]);

}

/\*

\* Count total negative elements in array

\*/

for(i=0; i<size; i++)

{

/\* Increment count if current array element is negative \*/

if(arr[i] < 0)

{

count++;

}

}

printf("\nTotal negative elements in array = %d", count);

return 0;

}

1. Write a C program to copy all elements from an array to another array.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100

int main()

{

int source[MAX\_SIZE], dest[MAX\_SIZE];

int i, size;

/\* Input size of the array \*/

printf("Enter the size of the array : ");

scanf("%d", &size);

/\* Input array elements \*/

printf("Enter elements of source array : ");

for(i=0; i<size; i++)

{

scanf("%d", &source[i]);

}

/\*

\* Copy all elements from source array to dest array

\*/

for(i=0; i<size; i++)

{

dest[i] = source[i];

}

/\*

\* Print all elements of source array

\*/

printf("\nElements of source array are : ");

for(i=0; i<size; i++)

{

printf("%d\t", source[i]);

}

/\*

\* Print all elements of dest array

\*/

printf("\nElements of dest array are : ");

for(i=0; i<size; i++)

{

printf("%d\t", dest[i]);

}

return 0;

}

1. Write a C program to insert an element in an array.

Source Code

#include <stdio.h>

#define MAX\_SIZE 100

int main()

{

int arr[MAX\_SIZE];

int i, size, num, pos;

/\* Input size of the array \*/

printf("Enter size of the array : ");

scanf("%d", &size);

/\* Input elements in array \*/

printf("Enter elements in array : ");

for(i=0; i<size; i++)

{

scanf("%d", &arr[i]);

}

/\* Input new element and position to insert \*/

printf("Enter element to insert : ");

scanf("%d", &num);

printf("Enter the element position : ");

scanf("%d", &pos);

/\* If position of element is not valid \*/

if(pos > size+1 || pos <= 0)

{

printf("Invalid position! Please enter position between 1 to %d", size);

}

else

{

/\* Make room for new array element by shifting to right \*/

for(i=size; i>=pos; i--)

{

arr[i] = arr[i-1];

}

/\* Insert new element at given position and increment size \*/

arr[pos-1] = num;

size++;

/\* Print array after insert operation \*/

printf("Array elements after insertion : ");

for(i=0; i<size; i++)

{

printf("%d\t", arr[i]);

}

}

return 0;

}

1. Write a C program to delete an element from an array at specified position.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100

int main()

{

int arr[MAX\_SIZE];

int i, size, pos;

/\* Input size and element in array \*/

printf("Enter size of the array : ");

scanf("%d", &size);

printf("Enter elements in array : ");

for(i=0; i<size; i++)

{

scanf("%d", &arr[i]);

}

/\* Input element position to delete \*/

printf("Enter the element position to delete : ");

scanf("%d", &pos);

/\* Invalid delete position \*/

if(pos < 0 || pos > size)

{

printf("Invalid position! Please enter position between 1 to %d", size);

}

else

{

/\* Copy next element value to current element \*/

for(i=pos-1; i<size-1; i++)

{

arr[i] = arr[i + 1];

}

/\* Decrement array size by 1 \*/

size--;

}

/\* Print array after deletion \*/

printf("\nElements of array after delete are : ");

for(i=0; i<size; i++)

{

printf("%d\t", arr[i]);

}

return 0;

}

1. Write a C program to count frequency of each element in an array.

**Source Code**

#include <stdio.h>

int main()

{

int arr[100], freq[100];

int size, i, j, count;

/\* Input size of array \*/

printf("Enter size of array: ");

scanf("%d", &size);

/\* Input elements in array \*/

printf("Enter elements in array: ");

for(i=0; i<size; i++)

{

scanf("%d", &arr[i]);

/\* Initially initialize frequencies to -1 \*/

freq[i] = -1;

}

for(i=0; i<size; i++)

{

count = 1;

for(j=i+1; j<size; j++)

{

/\* If duplicate element is found \*/

if(arr[i]==arr[j])

{

count++;

/\* Make sure not to count frequency of same element again \*/

freq[j] = 0;

}

}

/\* If frequency of current element is not counted \*/

if(freq[i] != 0)

{

freq[i] = count;

}

}

/\*

\* Print frequency of each element

\*/

printf("\nFrequency of all elements of array : \n");

for(i=0; i<size; i++)

{

if(freq[i] != 0)

{

printf("%d occurs %d times\n", arr[i], freq[i]);

}

}

return 0;

}

1. Write a C program to print all unique elements in the array.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100

int main()

{

int arr[MAX\_SIZE], freq[MAX\_SIZE];

int size, i, j, count;

/\* Input size of array and elements in array \*/

printf("Enter size of array: ");

scanf("%d", &size);

printf("Enter elements in array: ");

for(i=0; i<size; i++)

{

scanf("%d", &arr[i]);

freq[i] = -1;

}

/\* Find frequency of each element \*/

for(i=0; i<size; i++)

{

count = 1;

for(j=i+1; j<size; j++)

{

if(arr[i] == arr[j])

{

count++;

freq[j] = 0;

}

}

if(freq[i] != 0)

{

freq[i] = count;

}

}

/\* Print all unique elements of array \*/

printf("\nUnique elements in the array are: ");

for(i=0; i<size; i++)

{

if(freq[i] == 1)

{

printf("%d ", arr[i]);

}

}

return 0;

}

1. Write a C program to count total number of duplicate elements in an array.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum array size

int main()

{

int arr[MAX\_SIZE];

int i, j, size, count = 0;

/\* Input size of array \*/

printf("Enter size of the array : ");

scanf("%d", &size);

/\* Input elements in array \*/

printf("Enter elements in array : ");

for(i=0; i<size; i++)

{

scanf("%d", &arr[i]);

}

/\*

\* Find all duplicate elements in array

\*/

for(i=0; i<size; i++)

{

for(j=i+1; j<size; j++)

{

/\* If duplicate found then increment count by 1 \*/

if(arr[i] == arr[j])

{

count++;

break;

}

}

}

printf("\nTotal number of duplicate elements found in array = %d", count);

return 0;

}

1. Write a C program to delete all duplicate elements from an array.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum size of the array

int main()

{

int arr[MAX\_SIZE]; // Declares an array of size 100

int size; // Total number of elements in array

int i, j, k; // Loop control variables

/\* Input size of the array \*/

printf("Enter size of the array : ");

scanf("%d", &size);

/\* Input elements in the array \*/

printf("Enter elements in array : ");

for(i=0; i<size; i++)

{

scanf("%d", &arr[i]);

}

/\*

\* Find duplicate elements in array

\*/

for(i=0; i<size; i++)

{

for(j=i+1; j<size; j++)

{

/\* If any duplicate found \*/

if(arr[i] == arr[j])

{

/\* Delete the current duplicate element \*/

for(k=j; k<size; k++)

{

arr[k] = arr[k + 1];

}

/\* Decrement size after removing duplicate element \*/

size--;

/\* If shifting of elements occur then don't increment j \*/

j--;

}

}

}

/\*

\* Print array after deleting duplicate elements

\*/

printf("\nArray elements after deleting duplicates : ");

for(i=0; i<size; i++)

{

printf("%d\t", arr[i]);

}

return 0;

}

1. Write a C program to merge two array to third array.

**Souce Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum size of the array

int main()

{

int arr1[MAX\_SIZE], arr2[MAX\_SIZE], mergeArray[MAX\_SIZE \* 2];

int size1, size2, mergeSize;

int index1, index2, mergeIndex;

int i;

/\* Input size of first array \*/

printf("Enter the size of first array : ");

scanf("%d", &size1);

/\* Input elements in first array \*/

printf("Enter elements in first array : ");

for(i=0; i<size1; i++)

{

scanf("%d", &arr1[i]);

}

/\* Input size of second array \*/

printf("\nEnter the size of second array : ");

scanf("%d", &size2);

/\* Input elements in second array \*/

printf("Enter elements in second array : ");

for(i=0; i<size2; i++)

{

scanf("%d", &arr2[i]);

}

mergeSize = size1 + size2;

/\*

\* Merge two array in ascending order

\*/

index1 = 0;

index2 = 0;

for(mergeIndex=0; mergeIndex < mergeSize; mergeIndex++)

{

/\*

\* If all elements of one array

\* is merged to final array

\*/

if(index1 >= size1 || index2 >= size2)

{

break;

}

if(arr1[index1] < arr2[index2])

{

mergeArray[mergeIndex] = arr1[index1];

index1++;

}

else

{

mergeArray[mergeIndex] = arr2[index2];

index2++;

}

}

/\*

\* Merge remaining array elements

\*/

while(index1 < size1)

{

mergeArray[mergeIndex] = arr1[index1];

mergeIndex++;

index1++;

}

while(index2 < size2)

{

mergeArray[mergeIndex] = arr2[index2];

mergeIndex++;

index2++;

}

/\*

\* Print merged array

\*/

printf("\nArray merged in ascending order : ");

for(i=0; i<mergeSize; i++)

{

printf("%d\t", mergeArray[i]);

}

return 0;

}

1. Write a C program to find reverse of an array.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Defines maximum size of array

int main()

{

int arr[MAX\_SIZE];

int size, i;

/\* Input size of array \*/

printf("Enter size of the array: ");

scanf("%d", &size);

/\* Input array elements \*/

printf("Enter elements in array: ");

for(i=0; i<size; i++)

{

scanf("%d", &arr[i]);

}

/\*

\* Print array in reversed order

\*/

printf("\nArray in reverse order: ");

for(i = size-1; i>=0; i--)

{

printf("%d\t", arr[i]);

}

return 0;

}

1. Write a C program to put even and odd elements of array in two separate array.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 1000 // Maximum size of the array

/\* Function to print array \*/

void printArray(int arr[], int len);

int main()

{

int arr[MAX\_SIZE];

int even[MAX\_SIZE], odd[MAX\_SIZE];

int evenCount, oddCount;

int i, size;

/\* Input size of the array \*/

printf("Enter size of the array: ");

scanf("%d", &size);

/\* Input elements in array \*/

printf("Enter elements in the array: ");

for(i=0; i<size; i++)

{

scanf("%d", &arr[i]);

}

evenCount = 0;

oddCount = 0;

for(i=0; i<size; i++)

{

// If arr[i] is odd

// Binary AND operator copies a bit to the resul if it exists in both operands.

if(arr[i] & 1)

{

odd[oddCount] = arr[i];

oddCount++;

}

else

{

even[evenCount] = arr[i];

evenCount++;

}

}

printf("\nElements of even array: \n");

printArray(even, evenCount);

printf("\nElements of odd array: \n");

printArray(odd, oddCount);

return 0;

}

/\*\*

\* Print the entire integer array

\* @arr Integer array to be displayed or printed on screen

\* @len Length of the array

\*/

void printArray(int arr[], int len)

{

int i;

printf("Elements in the array: ");

for(i=0; i<len; i++)

{

printf("%d ", arr[i]);

}

printf("\n");

}

1. Write a C program to search an element in an array.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum array size

int main()

{

int arr[MAX\_SIZE];

int size, i, toSearch, found;

/\* Input size of array \*/

printf("Enter size of array: ");

scanf("%d", &size);

/\* Input elements of array \*/

printf("Enter elements in array: ");

for(i=0; i<size; i++)

{

scanf("%d", &arr[i]);

}

printf("\nEnter element to search: ");

scanf("%d", &toSearch);

/\* Assume that element does not exists in array \*/

found = 0;

for(i=0; i<size; i++)

{

/\*

\* If element is found in array then raise found flag

\* and terminate from loop.

\*/

if(arr[i] == toSearch)

{

found = 1;

break;

}

}

/\*

\* If element is not found in array

\*/

if(found == 1)

{

printf("\n%d is found at position %d", toSearch, i + 1);

}

else

{

printf("\n%d is not found in the array", toSearch);

}

return 0;

}

1. Write a C program to sort array elements in ascending or descending order.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum array size

int main()

{

int arr[MAX\_SIZE];

int size;

int i, j, temp;

/\* Input size of array \*/

printf("Enter size of array: ");

scanf("%d", &size);

/\* Input elements in array \*/

printf("Enter elements in array: ");

for(i=0; i<size; i++)

{

scanf("%d", &arr[i]);

}

for(i=0; i<size; i++)

{

/\*

\* Place currently selected element array[i]

\* to its correct place.

\*/

for(j=i+1; j<size; j++)

{

/\*

\* Swap if currently selected array element

\* is not at its correct position.

\*/

if(arr[i] > arr[j])

{

temp = arr[i];

arr[i] = arr[j];

arr[j] = temp;

}

}

}

/\* Print the sorted array \*/

printf("\nElements of array in ascending order: ");

for(i=0; i<size; i++)

{

printf("%d\t", arr[i]);

}

return 0;

}

1. Write a C program to sort even and odd elements of array separately.

**Source Code**

#include <stdio.h>

#include <limits.h> //Used for INT\_MAX

#define MAX\_SIZE 1000 //Maximum size of the array

/\*

\* Functions used in this program

\*/

void arrange(int arr[], int len, int pivot);

void sort(int arr[], int start, int end);

void print(int arr[], int len);

int main()

{

int arr[MAX\_SIZE], i, n;

int pivot, evenCount, oddCount;

pivot = 0;

evenCount = oddCount = 0;

/\*

\* Reads size and elements in the array

\*/

printf("Enter size of the array: ");

scanf("%d", &n);

printf("Enter elements in the array: ");

for(i=0; i<n; i++)

{

scanf("%d", &arr[i]);

// If current element is odd then increase pivot

if(arr[i] & 1)

oddCount++;

else

evenCount++;

}

/\*

\* Pivot is position that separates even and odd elements

\*/

pivot = (evenCount > oddCount) ? evenCount : oddCount;

print(arr, n);

// Arranges all even and odd elements sequentially

arrange(arr, n, pivot);

// Print elements after arranging even and odd elements

printf("\nElements after arranging even and odd elements separately\n");

print(arr, n);

//Sorts even part of the array

sort(arr, pivot, n);

//Sorts odd part of the array

sort(arr, 0, pivot);

//Prints the final sorted array

printf("\nFinal array after sorting even and odd elements separately\n");

print(arr, n);

return 0;

}

/\*\*

\* Arranges all even and odd elements of the array separately. Puts

\* all even elements first then all odd elements.

\*/

void arrange(int arr[], int len, int pivot)

{

int i, j, temp;

for(i=0; i<pivot; i++)

{

/\*

\* If current element of array is odd put it into

\* odd element place

\*/

if(arr[i] & 1)

{

for(j=pivot; j<len; j++)

{

//Look for an even element then swap with odd element

if(!(arr[j] & 1))

{

temp = arr[j];

arr[j] = arr[i];

arr[i] = temp;

break;

}

}

}

}

}

/\*\*

\* Sorts the elements of array within a range

\*/

void sort(int arr[], int start, int end)

{

int i, j, temp;

int len = start + end;

for(i=start; i<len; i++)

{

for(j=i+1; j<len; j++)

{

if(arr[j] < arr[i])

{

temp = arr[i];

arr[i] = arr[j];

arr[j] = temp;

}

}

}

}

/\*\*

\* Prints the entire integer array

\*/

void print(int arr[], int len)

{

int i;

printf("Elements in the array: ");

for(i=0; i<len; i++)

{

printf("%d ", arr[i]);

}

printf("\n");

}

1. Write a C program to left rotate an array.

**Source Code**

#include <stdio.h>

#define SIZE 10 /\* Size of the array \*/

void printArray(int arr[]);

void rotateByOne(int arr[]);

int main()

{

int i, N;

int arr[SIZE];

printf("Enter 10 elements array: ");

for(i=0; i<SIZE; i++)

{

scanf("%d", &arr[i]);

}

printf("Enter number of times to left rotate: ");

scanf("%d", &N);

/\* Actual rotation \*/

N = N % SIZE;

/\* Print array before rotation \*/

printf("Array before rotationn");

printArray(arr);

/\* Rotate array n times \*/

for(i=1; i<=N; i++)

{

rotateByOne(arr);

}

/\* Print array after rotation \*/

printf("\n\nArray after rotation\n");

printArray(arr);

return 0;

}

void rotateByOne(int arr[])

{

int i, first;

/\* Store first element of array \*/

first = arr[0];

for(i=0; i<SIZE-1; i++)

{

/\* Move each array element to its left \*/

arr[i] = arr[i + 1];

}

/\* Copies the first element of array to last \*/

arr[SIZE-1] = first;

}

/\*\*

\* Print the given array

\*/

void printArray(int arr[])

{

int i;

for(i=0; i<SIZE; i++)

{

printf("%d ", arr[i]);

}

}

1. Write a C program to right rotate an array.

**Source Code**

#include <stdio.h>

#define SIZE 10 /\* Size of the array \*/

void printArray(int arr[]);

void rotateByOne(int arr[]);

int main()

{

int i, N;

int arr[SIZE];

printf("Enter 10 elements array: ");

for(i=0; i<SIZE; i++)

{

scanf("%d", &arr[i]);

}

printf("Enter number of times to right rotate: ");

scanf("%d", &N);

/\* Actual rotation \*/

N = N % SIZE;

/\* Print array before rotation \*/

printf("Array before rotationn");

printArray(arr);

/\* Rotate array n times \*/

for(i=1; i<=N; i++)

{

rotateByOne(arr);

}

/\* Print array after rotation \*/

printf("\n\nArray after rotation\n");

printArray(arr);

return 0;

}

void rotateByOne(int arr[])

{

int i, last;

/\* Store last element of array \*/

last = arr[SIZE - 1];

for(i=SIZE-1; i>0; i--)

{

/\* Move each array element to its right \*/

arr[i] = arr[i - 1];

}

/\* Copy last element of array to first \*/

arr[0] = last;

}

/\*\*

\* Print the given array

\*/

void printArray(int arr[])

{

int i;

for(i=0; i<SIZE; i++)

{

printf("%d ", arr[i]);

}

}

**List of matrix programming exercises**

1. Write a C program to add two matrices.

**Source Code**

#include <stdio.h>

#define SIZE 3 // Size of the matrix

int main()

{

int A[SIZE][SIZE]; // Matrix 1

int B[SIZE][SIZE]; // Matrix 2

int C[SIZE][SIZE]; // Resultant matrix

int row, col;

/\* Input elements in first matrix\*/

printf("Enter elements in matrix A of size 3x3: \n");

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

scanf("%d", &A[row][col]);

}

}

/\* Input elements in second matrix \*/

printf("\nEnter elements in matrix B of size 3x3: \n");

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

scanf("%d", &B[row][col]);

}

}

/\*

\* Add both matrices A and B entry wise or element wise

\* and stores result in matrix C

\*/

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

/\* Cij = Aij + Bij \*/

C[row][col] = A[row][col] + B[row][col];

}

}

/\* Print the value of resultant matrix C \*/

printf("\nSum of matrices A+B = \n");

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

printf("%d ", C[row][col]);

}

printf("\n");

}

return 0;

}

1. Write a C program to subtract two matrices.

**Source Code**

#include <stdio.h>

#define SIZE 3 // Size of the matrix

int main()

{

int A[SIZE][SIZE]; // Matrix 1

int B[SIZE][SIZE]; // Matrix 2

int C[SIZE][SIZE]; // Resultant matrix

int row, col;

/\* Input elements in first matrix\*/

printf("Enter elements in matrix A of size 3x3: \n");

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

scanf("%d", &A[row][col]);

}

}

/\* Input elements in second matrix \*/

printf("\nEnter elements in matrix B of size 3x3: \n");

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

scanf("%d", &B[row][col]);

}

}

/\*

\* Add both matrices A and B entry wise or element wise

\* and stores result in matrix C

\*/

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

/\* Cij = Aij - Bij \*/

C[row][col] = A[row][col] - B[row][col];

}

}

/\* Print the value of resultant matrix C \*/

printf("\nSum of matrices A+B = \n");

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

printf("%d ", C[row][col]);

}

printf("\n");

}

return 0;

}

1. Write a C program to perform Scalar matrix multiplication.

**Source Code**

#include <stdio.h>

#define SIZE 3 // Maximum size of the array

int main()

{

int A[SIZE][SIZE];

int num, row, col;

/\* Input elements in matrix from user \*/

printf("Enter elements in matrix of size %dx%d: \n", SIZE, SIZE);

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

scanf("%d", &A[row][col]);

}

}

/\* Input multiplier from user \*/

printf("Enter any number to multiply with matrix A: ");

scanf("%d", &num);

/\* Perform scalar multiplication of matrix \*/

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

/\* (cAij) = c . Aij \*/

A[row][col] = num \* A[row][col];

}

}

/\* Print result of scalar multiplication of matrix \*/

printf("\nResultant matrix c.A = \n");

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

printf("%d ", A[row][col]);

}

printf("\n");

}

return 0;

}

1. Write a C program to multiply two matrices.

**Source Code**

![Matrix multiplication](data:image/png;base64,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)

#include <stdio.h>

#define SIZE 3 // Size of the matrix

int main()

{

int A[SIZE][SIZE]; // Matrix 1

int B[SIZE][SIZE]; // Matrix 2

int C[SIZE][SIZE]; // Resultant matrix

int row, col, i, sum;

/\* Input elements in first matrix from user \*/

printf("Enter elements in matrix A of size %dx%d: \n", SIZE, SIZE);

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

scanf("%d", &A[row][col]);

}

}

/\* Input elements in second matrix from user \*/

printf("\nEnter elements in matrix B of size %dx%d: \n", SIZE, SIZE);

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

scanf("%d", &B[row][col]);

}

}

/\*

\* Multiply both matrices A\*B

\*/

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

sum = 0;

/\*

\* Multiply row of first matrix to column of second matrix

\* and store sum of product of elements in sum.

\*/

for(i=0; i<SIZE; i++)

{

sum += A[row][i] \* B[i][col];

}

C[row][col] = sum;

}

}

/\* Print product of the matrices \*/

printf("\nProduct of matrix A \* B = \n");

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

printf("%d ", C[row][col]);

}

printf("\n");

}

return 0;

}

1. Write a C program to check whether two matrices are equal or not.

**Source Code**

#include <stdio.h>

#define SIZE 3 // Matrix size

int main()

{

int A[SIZE][SIZE];

int B[SIZE][SIZE];

int row, col, isEqual;

/\* Input elements in first matrix from user \*/

printf("Enter elements in matrix A of size %dx%d: \n", SIZE, SIZE);

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

scanf("%d", &A[row][col]);

}

}

/\* Input elements in second matrix from user \*/

printf("\nEnter elements in matrix B of size %dx%d: \n");

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

scanf("%d", &B[row][col]);

}

}

/\* Assumes that the matrices are equal \*/

isEqual = 1;

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

/\*

\* If the corresponding entries of matrices are not equal

\*/

if(A[row][col] != B[row][col])

{

isEqual = 0;

break;

}

}

}

/\*

\* Checks the value of isEqual

\* As per our assumption if isEqual contains 1 means both are equal

\* If it contains 0 means both are not equal

\*/

if(isEqual == 1)

{

printf("\nMatrix A is equal to Matrix B");

}

else

{

printf("\nMatrix A is not equal to Matrix B");

}

return 0;

}

1. Write a C program to find sum of main diagonal elements of a matrix.

**Source Code**

#include <stdio.h>

#define SIZE 3 // Matrix size

int main()

{

int A[SIZE][SIZE];

int row, col, sum = 0;

/\* Input elements in matrix from user \*/

printf("Enter elements in matrix of size %dx%d: \n", SIZE, SIZE);

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

scanf("%d", &A[row][col]);

}

}

/\* Find sum of main diagonal elements \*/

for(row=0; row<SIZE; row++)

{

sum = sum + A[row][row];

}

printf("\nSum of main diagonal elements = %d", sum);

return 0;

}

1. Write a C program to find sum of minor diagonal elements of a matrix.

**Source Code**

#include <stdio.h>

#define SIZE 3 // Matrix size

int main()

{

int A[SIZE][SIZE];

int row, col, sum = 0;

/\* Input elements in matrix from user \*/

printf("Enter elements in matrix of size %dx%d: \n");

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

scanf("%d", &A[row][col]);

}

}

/\* Find sum of minor diagonal elements \*/

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

/\*

\* If it is minor diagonal of matrix

\* Minor diagonal: i+j == N + 1

\* Since array elements starts from 0 hence i+j == (N + 1)-2

\*/

if(row+col == ((SIZE+1)-2))

{

sum += A[row][col];

}

}

}

printf("\nSum of minor diagonal elements = %d", sum);

return 0;

}

1. Write a C program to find sum of each row and column of a matrix.

**Source Code**

#include <stdio.h>

#define SIZE 3 // Matrix size

int main()

{

int A[SIZE][SIZE];

int row, col, sum = 0;

/\* Input elements in matrix from user \*/

printf("Enter elements in matrix of size %dx%d: \n", SIZE, SIZE);

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

scanf("%d", &A[row][col]);

}

}

/\* Calculate sum of elements of each row of matrix \*/

for(row=0; row<SIZE; row++)

{

sum = 0;

for(col=0; col<SIZE; col++)

{

sum += A[row][col];

}

printf("Sum of elements of Row %d = %d\n", row+1, sum);

}

/\* Find sum of elements of each columns of matrix \*/

for(row=0; row<SIZE; row++)

{

sum = 0;

for(col=0; col<SIZE; col++)

{

sum += A[col][row];

}

printf("Sum of elements of Column %d = %d\n", row+1, sum);

}

return 0;

}

1. Write a C program to interchange diagonals of a matrix.

**Source Code**

#include <stdio.h>

#define MAX\_ROWS 3

#define MAX\_COLS 3

int main()

{

int A[MAX\_ROWS][MAX\_COLS];

int row, col, size, temp;

/\* Input elements in matrix from user \*/

printf("Enter elements in matrix of size %dx%d: \n", MAX\_ROWS, MAX\_COLS);

for(row=0; row<MAX\_ROWS; row++)

{

for(col=0; col<MAX\_COLS; col++)

{

scanf("%d", &A[row][col]);

}

}

size = (MAX\_ROWS < MAX\_COLS) ? MAX\_ROWS : MAX\_COLS;

/\*

\* Interchange diagonal of the matrix

\*/

for(row=0; row<size; row++)

{

col = row;

temp = A[row][col];

A[row][col] = A[row][(size-col) - 1];

A[row][(size-col) - 1] = temp;

}

/\*

\* Print the interchanged diagonals matrix

\*/

printf("\nMatrix after diagonals interchanged: \n");

for(row=0; row<MAX\_ROWS; row++)

{

for(col=0; col<MAX\_COLS; col++)

{

printf("%d ", A[row][col]);

}

printf("\n");

}

return 0;

}

1. Write a C program to find upper triangular matrix.

**Source Code**

#include <stdio.h>

#define MAX\_ROWS 3

#define MAX\_COLS 3

int main()

{

int array[MAX\_ROWS][MAX\_COLS];

int row, col, isUpper;

/\* Input elements in matrix from user \*/

printf("Enter elements in matrix of size %dx%d: \n", MAX\_ROWS, MAX\_COLS);

for(row=0; row<MAX\_ROWS; row++)

{

for(col=0; col<MAX\_COLS; col++)

{

scanf("%d", &array[row][col]);

}

}

/\* Check Upper triangular matrix condition \*/

isUpper = 1;

for(row=0; row<MAX\_ROWS; row++)

{

for(col=0; col<MAX\_COLS; col++)

{

/\*

\* If elements below the main diagonal (col<row)

\* is not equal to zero then it is not upper triangular matrix

\*/

if(col<row && array[row][col]!=0)

{

isUpper = 0;

}

}

}

/\* Print elements of upper triangular matrix \*/

if(isUpper == 1)

{

printf("\nThe matrix is Upper triangular matrix.\n");

for(row=0; row<MAX\_ROWS; row++)

{

for(col=0; col<MAX\_COLS; col++)

{

printf("%d ", array[row][col]);

}

printf("\n");

}

}

else

{

printf("\nThe matrix is not Upper triangular matrix.");

}

return 0;

}

1. Write a C program to find lower triangular matrix.

**Source Code**

#include <stdio.h>

#define MAX\_ROWS 3

#define MAX\_COLS 3

int main()

{

int array[MAX\_ROWS][MAX\_COLS];

int row, col, isLower;

/\* Input elements in matrix from user \*/

printf("Enter elements in matrix of size %dx%d: \n", MAX\_ROWS, MAX\_COLS);

for(row=0; row<MAX\_ROWS; row++)

{

for(col=0; col<MAX\_COLS; col++)

{

scanf("%d", &array[row][col]);

}

}

/\* Check whether the matrix is lower triangular matrix \*/

isLower = 1;

for(row=0; row<MAX\_ROWS; row++)

{

for(col=0; col<MAX\_COLS; col++)

{

/\*

\* If elements above main diagonal(col>row)

\* is not equal to zero(array[row][col]!=0)

\*/

if(col>row && array[row][col]!=0)

{

isLower = 0;

}

}

}

/\*

\* If matrix is lower triangular matrix

\*/

if(isLower == 1)

{

printf("\nMatrix is Lower triangular matrix: \n");

/\* Print elements of lower triangular matrix \*/

for(row=0; row<MAX\_ROWS; row++)

{

for(col=0; col<MAX\_COLS; col++)

{

printf("%d ", array[row][col]);

}

printf("\n");

}

}

else

{

printf("\nMatrix is not a Lower triangular matrix");

}

return 0;

}

1. Write a C program to find sum of upper triangular matrix.

**Source Code**

#include <stdio.h>

#define MAX\_ROWS 3

#define MAX\_COLS 3

int main()

{

int A[MAX\_ROWS][MAX\_ROWS];

int row, col, sum = 0;

/\* Input elements in matrix from user \*/

printf("Enter elements in matrix of size %dx%d: \n", MAX\_ROWS, MAX\_COLS);

for(row=0; row<MAX\_ROWS; row++)

{

for(col=0; col<MAX\_COLS; col++)

{

scanf("%d", &A[row][col]);

}

}

/\* Find sum of upper triangular matrix \*/

for(row=0; row<MAX\_ROWS; row++)

{

for(col=0; col<MAX\_COLS; col++)

{

if(col>row)

{

sum += A[row][col];

}

}

}

printf("Sum of upper triangular matrix = %d", sum);

return 0;

}

1. Write a C program to find sum of lower triangular matrix.

**Source Code**

#include <stdio.h>

#define MAX\_ROWS 3

#define MAX\_COLS 3

int main()

{

int A[MAX\_ROWS][MAX\_COLS];

int row, col, sum = 0;

/\* Input elements in matrix from user \*/

printf("Enter elements in matrix of size %dx%d: \n", MAX\_ROWS, MAX\_COLS);

for(row=0; row<MAX\_ROWS; row++)

{

for(col=0; col<MAX\_COLS; col++)

{

scanf("%d", &A[row][col]);

}

}

/\* Find sum of lower triangular matrix \*/

for(row=0; row<MAX\_ROWS; row++)

{

for(col=0; col<MAX\_COLS; col++)

{

if(col<row)

{

sum += A[row][col];

}

}

}

printf("Sum of lower triangular matrix = %d", sum);

return 0;

}

1. Write a C program to find transpose of a matrix.

**Source Code**

#include <stdio.h>

#define MAX\_ROWS 3

#define MAX\_COLS 3

int main()

{

int A[MAX\_ROWS][MAX\_COLS]; // Original matrix

int B[MAX\_COLS][MAX\_ROWS]; // Transpose matrix

int row, col;

/\* Input elements in matrix A from user \*/

printf("Enter elements in matrix of size %dx%d: \n", MAX\_ROWS, MAX\_COLS);

for(row=0; row<MAX\_ROWS; row++)

{

for(col=0; col<MAX\_COLS; col++)

{

scanf("%d", &A[row][col]);

}

}

/\*

\* Find transpose of matrix A

\*/

for(row=0; row<MAX\_ROWS; row++)

{

for(col=0; col<MAX\_COLS; col++)

{

/\* Store each row of matrix A to each column of matrix B \*/

B[col][row] = A[row][col];

}

}

/\* Print the original matrix A \*/

printf("\nOriginal matrix: \n");

for(row=0; row<MAX\_ROWS; row++)

{

for(col=0; col<MAX\_COLS; col++)

{

printf("%d ", A[row][col]);

}

printf("\n");

}

/\* Print the transpose of matrix A \*/

printf("Transpose of matrix A: \n");

for(row=0; row<MAX\_COLS; row++)

{

for(col=0; col<MAX\_ROWS; col++)

{

printf("%d ", B[row][col]);

}

printf("\n");

}

return 0;

}

1. Write a C program to find determinant of a matrix.

**Source Code**
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#include <stdio.h>

#define SIZE 2 // Matrix size

int main()

{

int A[SIZE][SIZE];

int row, col;

long det;

/\* Input elements in matrix A from user \*/

printf("Enter elements in matrix of size 2x2: \n");

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

scanf("%d", &A[row][col]);

}

}

/\*

\* det(A) = ad - bc

\* a = A[0][0], b = A[0][1], c = A[1][0], d = A[1][1]

\*/

det = (A[0][0] \* A[1][1]) - (A[0][1] \* A[1][0]);

printf("Determinant of matrix A = %ld", det);

return 0;

}

![Determinant of 3x3 matrix](data:image/png;base64,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)

#include <stdio.h>

#define SIZE 3 // Matrix size

int main()

{

int A[SIZE][SIZE];

int row, col;

int a, b, c, d, e, f, g, h, i;

long det;

/\* Input elements in matrix A from user \*/

printf("Enter elements in matrix of size 3x3: \n");

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

scanf("%d", &A[row][col]);

}

}

/\*

\* Used as a temporary variables to make calculation easy

\* | |

\* | a b c |

\* | d e f |

\* | g h i |

\* | |

\*/

a = A[0][0];

b = A[0][1];

c = A[0][2];

d = A[1][0];

e = A[1][1];

f = A[1][2];

g = A[2][0];

h = A[2][1];

i = A[2][2];

/\*

\* det(A) = a(ei - fh) - b(di - fg) + c(dh - eg)

\*/

det = (a\*(e\*i - f\*h)) - (b\*(d\*i - f\*g)) + (c\*(d\*h - e\*g));

printf("Determinant of matrix A = %ld", det);

return 0;

}

1. Write a C program to check Identity matrix.

**Source Code**

![Identity matrix](data:image/png;base64,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) Identity matrix is a special square matrix whose [main diagonal](https://codeforwin.org/2015/07/c-program-to-find-sum-of-main-diagonal-elements-of-matrix.html) elements is equal to 1 and other elements are 0. Identity matrix is also known as unit matrix.

#include <stdio.h>

#define SIZE 3 // Matrix size

int main()

{

int A[SIZE][SIZE];

int row, col, isIdentity;

/\* Input elements in matrix from user \*/

printf("Enter elements in matrix of size 3x3: \n");

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

scanf("%d", &A[row][col]);

}

}

/\* Check whether it is Identity matrix or not \*/

isIdentity = 1;

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

if(row==col && A[row][col]!=1)

{

/\* If elements of main diagonal is not equal to 1 \*/

isIdentity = 0;

}

else if(row!=col && A[row][col]!=0)

{

/\* If other elements than main diagonal is not equal to 0 \*/

isIdentity = 0;

}

}

}

/\* If it is an Identity matrix \*/

if(isIdentity == 1)

{

printf("\nThe given matrix is an Identity Matrix.\n");

/\*

\* Print the Identity matrix

\*/

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

printf("%d ", A[row][col]);

}

printf("\n");

}

}

else

{

printf("The given matrix is not Identity Matrix");

}

return 0;

}

1. Write a C program to check Sparse matrix.

**Source Code**
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Sparse matrix is a special matrix with most of its elements are zero. We can also assume that if (m \* n) / 2 elements are zero then it is a sparse matrix.

#include <stdio.h>

#define SIZE 3

int main()

{

int A[SIZE][SIZE];

int row, col, total=0;

/\* Input elements in matrix from user \*/

printf("Enter elements in matrix of size 3x3: \n");

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

scanf("%d", &A[row][col]);

}

}

/\* Count total number of zero elements in the matrix \*/

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

/\* If the current element is zero \*/

if(A[row][col] == 0)

{

total++;

}

}

}

if(total >= (row \* col)/2)

{

printf("\nThe given matrix is a Sparse matrix.");

}

else

{

printf("\nThe given matrix is not Sparse matrix.");

}

return 0;

}

1. Write a C program to check Symmetric matrix.

**Source Code**

#include <stdio.h>

#define SIZE 3

int main()

{

int A[SIZE][SIZE]; // Original matrix

int B[SIZE][SIZE]; // Transpose matrix

int row, col, isSymmetric;

/\* Input elements in matrix A from user \*/

printf("Enter elements in matrix of size 3x3: \n");

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

scanf("%d", &A[row][col]);

}

}

/\*

\* Find transpose of matrix A

\*/

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

/\* Store each row of matrix A to each column of matrix B \*/

B[row][col] = A[col][row];

}

}

/\*

\* Check whether matrix A is equal to its transpose or not

\*/

isSymmetric = 1;

for(row=0; row<SIZE && isSymmetric; row++)

{

for(col=0; col<SIZE; col++)

{

/\* If matrix A is not equal to its transpose \*/

if(A[row][col] != B[row][col])

{

isSymmetric = 0;

break;

}

}

}

/\*

\* If the given matrix is symmetric.

\*/

if(isSymmetric == 1)

{

printf("\nThe given matrix is Symmetric matrix: \n");

for(row=0; row<SIZE; row++)

{

for(col=0; col<SIZE; col++)

{

printf("%d ", A[row][col]);

}

printf("\n");

}

}

else

{

printf("\nThe given matrix is not Symmetric matrix.");

}

return 0;

}

![Symmetric matrix](data:image/png;base64,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)

Symmetric matrix is a square matrix which is equal to its transpose. A symmetric matrix is always a square matrix. Symmetric matrix **A** is defined as - **A** = **A**T

**List of string programming exercises**

1. Write a C program to find length of a string.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum size of string

int main()

{

char text[MAX\_SIZE]; /\* Declares a string of size 100 \*/

int length;

printf("Enter any string: ");

gets(text);

/\* Call strlen() function to count length of string \*/

length = strlen(text);

printf("Length of '%s' = %d", text, length);

return 0;

}

1. Write a C program to copy one string to another string.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum size of string

int main()

{

char text1[MAX\_SIZE], text2[MAX\_SIZE];

/\* Input original string from user \*/

printf("Enter any string: ");

gets(text1);

/\* Copy text1 to text2 using strcpy() \*/

strcpy(text2, text1);

printf("First string = %s\n", text1);

printf("Second string = %s\n", text2);

return 0;

}

1. Write a C program to concatenate two strings.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum string size

int main()

{

char str1[MAX\_SIZE], str2[MAX\_SIZE];

int i, j;

/\* Input two strings from user \*/

printf("Enter first string: ");

gets(str1);

printf("Enter second string: ");

gets(str2);

/\* Move till the end of str1 \*/

i=0;

while(str1[i] != '\0')

{

i++;

}

/\* Copy str2 to str1 \*/

j = 0;

while(str2[j] != '\0')

{

str1[i] = str2[j];

i++;

j++;

}

// Make sure that str1 is NULL terminated

str1[i] = '\0';

printf("Concatenated string = %s", str1);

return 0;

}

1. Write a C program to compare two strings.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum string size

/\* Compare function declaration \*/

int compare(char \* str1, char \* str2);

int main()

{

char str1[MAX\_SIZE], str2[MAX\_SIZE];

int res;

/\* Input two strings from user \*/

printf("Enter first string: ");

gets(str1);

printf("Enter second string: ");

gets(str2);

/\* Call the compare function to compare strings \*/

res = compare(str1, str2);

if(res == 0)

{

printf("Both strings are equal.");

}

else if(res < 0)

{

printf("First string is lexicographically smaller than second.");

}

else

{

printf("First string is lexicographically greater than second.");

}

return 0;

}

/\*\*

\* Compares two strings lexicographically.

\* Returns 0 if both strings are equal,

\* negative if first string is smaller

\* otherwise returns a positive value

\*/

int compare(char \* str1, char \* str2)

{

int i = 0;

/\* Iterate till both strings are equal \*/

while(str1[i] == str2[i])

{

if(str1[i] == '\0' && str2[i] == '\0')

break;

i++;

}

// Return the difference of current characters.

return str1[i] - str2[i];

}

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum string size

int main()

{

char str1[MAX\_SIZE], str2[MAX\_SIZE];

int res;

/\* Reads two strings from user \*/

printf("Enter first string: ");

gets(str1);

printf("Enter second string: ");

gets(str2);

/\* Call strcmp() to compare both strings and stores result in res \*/

res = strcmp(str1, str2);

if(res == 0)

{

printf("Both strings are equal.");

}

else if(res == -1)

{

printf("First string is lexicographically smaller than second.");

}

else

{

printf("First string is lexicographically greater than second.");

}

return 0;

}

1. Write a C program to convert lowercase string to uppercase.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum string size

int main()

{

char str[MAX\_SIZE];

/\* Input string from user \*/

printf("Enter your text : ");

gets(str);

strupr(str); // Convert to uppercase

printf("Uppercase string : %s", str);

return 0;

}

1. Write a C program to convert uppercase string to lowercase.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum string size

int main()

{

char str[MAX\_SIZE];

/\* Input string from user \*/

printf("Enter any string: ");

gets(str);

strlwr(str); // Convert to lowercase

printf("Lowercase string: %s", str);

return 0;

}

1. Write a C program to toggle case of each character of a string.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum string size

/\* Toggle case function declaration \*/

void toggleCase(char \* str);

int main()

{

char str[MAX\_SIZE];

/\* Input string from user \*/

printf("Enter any string: ");

gets(str);

printf("String before toggling case: %s", str);

toggleCase(str);

printf("String after toggling case: %s", str);

return 0;

}

/\*\*

\* Toggle case of each character in given string

\*/

void toggleCase(char \* str)

{

int i = 0;

while(str[i] != '\0')

{

if(str[i]>='a' && str[i]<='z')

{

str[i] = str[i] - 32;

}

else if(str[i]>='A' && str[i]<='Z')

{

str[i] = str[i] + 32;

}

i++;

}

}

1. Write a C program to find total number of alphabets, digits or special character in a string.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum string size

int main()

{

char str[MAX\_SIZE];

int alphabets, digits, others, i;

alphabets = digits = others = i = 0;

/\* Input string from user \*/

printf("Enter any string : ");

gets(str);

/\*

\* Check each character of string for alphabet, digit or special character

\*/

while(str[i]!='\0')

{

if((str[i]>='a' && str[i]<='z') || (str[i]>='A' && str[i]<='Z'))

{

alphabets++;

}

else if(str[i]>='0' && str[i]<='9')

{

digits++;

}

else

{

others++;

}

i++;

}

printf("Alphabets = %d\n", alphabets);

printf("Digits = %d\n", digits);

printf("Special characters = %d", others);

return 0;

}

1. Write a C program to count total number of vowels and consonants in a string.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum string size

int main()

{

char str[MAX\_SIZE];

int i, len, vowel, consonant;

/\* Input strings from user \*/

printf("Enter any string: ");

gets(str);

vowel = 0;

consonant = 0;

len = strlen(str);

for(i=0; i<len; i++)

{

if((str[i]>='a' && str[i]<='z') || (str[i]>='A' && str[i]<='Z'))

{

switch(str[i])

{

case 'a':

case 'e':

case 'i':

case 'o':

case 'u':

case 'A':

case 'E':

case 'I':

case 'O':

case 'U':

vowel++;

break;

default:

consonant++;

}

}

}

printf("Total number of vowel = %d\n", vowel);

printf("Total number of consonant = %d\n", consonant);

return 0;

}

1. Write a C program to count total number of words in a string.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum string size

int main()

{

char str[MAX\_SIZE];

char prevChar;

int i, words;

/\* Input string from user \*/

printf("Enter any string: ");

gets(str);

i = 0;

words = 0;

prevChar = '\0'; // The previous character of str[0] is null

/\* Runs loop infinite times \*/

while(1)

{

if(str[i]==' ' || str[i]=='\n' || str[i]=='\t' || str[i]=='\0')

{

/\*\*

\* It is a word if current character is whitespace and

\* previous character is non-white space.

\*/

if(prevChar != ' ' && prevChar != '\n' && prevChar != '\t' && prevChar != '\0')

{

words++;

}

}

/\* Make the current character as previous character \*/

prevChar = str[i];

if(str[i] == '\0')

break;

else

i++;

}

printf("Total number of words = %d", words);

return 0;

}

1. Write a C program to find reverse of a string.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum string size

int main()

{

char str[MAX\_SIZE];

/\* Input string from user \*/

printf("Enter any string: ");

gets(str);

printf("Original string = %s\n", str);

/\* Find the reverse of string \*/

strrev(str);

printf("Reverse string = %s", str);

return 0;

}

1. Write a C program to check whether a string is palindrome or not.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum string size

int main()

{

char str[MAX\_SIZE], reverse[MAX\_SIZE];

int flag;

/\* Input string from user \*/

printf("Enter any string: ");

gets(str);

strcpy(reverse, str); //Copies original string to reverse

strrev(reverse); //Finds the reverse of string

flag = strcmp(str, reverse); //Checks whether both are equal or not

/\* If both strings are equal \*/

if(flag == 0)

{

printf("String is Palindrome.");

}

else

{

printf("String is Not Palindrome.");

}

return 0;

}

1. Write a C program to reverse order of words in a given string.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum string size

int main()

{

char str[100], reverse[100];

int len, i, index, wordStart, wordEnd;

printf("Enter any string: ");

gets(str);

len = strlen(str);

index = 0;

// Start checking of words from the end of string

wordStart = len - 1;

wordEnd = len - 1;

while(wordStart > 0)

{

// If a word is found

if(str[wordStart] == ' ')

{

// Add the word to the reverse string

i = wordStart + 1;

while(i <= wordEnd)

{

reverse[index] = str[i];

i++;

index++;

}

reverse[index++] = ' ';

wordEnd = wordStart - 1;

}

wordStart--;

}

// Finally add the last word

for(i=0; i<=wordEnd; i++)

{

reverse[index] = str[i];

index++;

}

// Add NULL character at the end of reverse string

reverse[index] = '\0';

printf("Original string \n%s\n\n", str);

printf("Reverse ordered words \n%s", reverse);

return 0;

}

1. Write a C program to find first occurrence of a character in a given string.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum string size

/\* Function declaration \*/

int indexOf(const char \* str, const char toFind);

int main()

{

char str[MAX\_SIZE];

char toFind;

int index;

/\* Input string from user and character to be searched \*/

printf("Enter any string: ");

gets(str);

printf("Enter character to be searched: ");

toFind = getchar();

index = indexOf(str, toFind);

if(index == -1)

printf("'%c' not found.", toFind);

else

printf("'%c' is found at index %d.", toFind, index);

return 0;

}

/\*\*

\* Returns the first index of the given character toFind in the string.

\* If returns -1 if the given character toFind does not exists in the string.

\*/

int indexOf(const char \* str, const char toFind)

{

int i = 0;

while(str[i] != '\0')

{

if(str[i] == toFind)

return i;

i++;

}

// Return -1 as character not found

return -1;

}

1. Write a C program to find last occurrence of a character in a given string.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum string size

/\* Function declaration \*/

int lastIndexOf(const char \* str, const char toFind);

int main()

{

char str[MAX\_SIZE];

char toFind;

int index;

printf("Enter any string: ");

gets(str);

printf("Enter any character to find: ");

toFind = getchar();

index = lastIndexOf(str, toFind);

printf("\nLast index of '%c' is %d", toFind, index);

return 0;

}

/\*\*

\* Function to find last index of any character in the given string

\*/

int lastIndexOf(const char \* str, const char toFind)

{

int index = -1;

int i = 0;

while(str[i] != '\0')

{

// Update index if match is found

if(str[i] == toFind)

{

index = i;

}

i++;

}

return index;

}

1. Write a C program to search all occurrences of a character in given string.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum string size

int main()

{

char str[MAX\_SIZE];

char toSearch;

int i;

/\* Input string and character to search from user \*/

printf("Enter any string: ");

gets(str);

printf("Enter any character to search: ");

toSearch = getchar();

/\* Run loop till the last character of string \*/

i=0;

while(str[i]!='\0')

{

/\* If character is found in string \*/

if(str[i] == toSearch)

{

printf("'%c' is found at index %d\n", toSearch, i);

}

i++;

}

return 0;

}

1. Write a C program to count occurrences of a character in given string.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum string size

int main()

{

char str[MAX\_SIZE];

char toSearch;

int i, count;

/\* Input string and search character from user \*/

printf("Enter any string: ");

gets(str);

printf("Enter any character to search: ");

toSearch = getchar();

count = 0;

i=0;

while(str[i] != '\0')

{

/\*

\* If character is found in string then

\* increment count variable

\*/

if(str[i] == toSearch)

{

count++;

}

i++;

}

printf("Total occurrence of '%c' = %d", toSearch, count);

return 0;

}

1. Write a C program to find highest frequency character in a string.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum string size

#define MAX\_CHARS 255 // Maximum characters allowed

int main()

{

char str[MAX\_SIZE];

int freq[MAX\_CHARS]; // Store frequency of each character

int i = 0, max;

int ascii;

printf("Enter any string: ");

gets(str);

/\* Initializes frequency of all characters to 0 \*/

for(i=0; i<MAX\_CHARS; i++)

{

freq[i] = 0;

}

/\* Finds frequency of each characters \*/

i=0;

while(str[i] != '\0')

{

ascii = (int)str[i];

freq[ascii] += 1;

i++;

}

/\* Finds maximum frequency \*/

max = 0;

for(i=0; i<MAX\_CHARS; i++)

{

if(freq[i] > freq[max])

max = i;

}

printf("Maximum occurring character is '%c' = %d times.", max, freq[max]);

return 0;

}

1. Write a C program to find lowest frequency character in a string.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum string size

#define MAX\_CHARS 255 // Maximum characters allowed

int main()

{

char str[MAX\_SIZE];

int freq[MAX\_CHARS]; //Stores frequency of each character

int i = 0, min;

int ascii;

printf("Enter any string: ");

gets(str);

/\* Initialize frequency of all characters to 0 \*/

for(i=0; i<MAX\_CHARS; i++)

{

freq[i] = 0;

}

/\* Finds frequency of each characters \*/

i=0;

while(str[i] != '\0')

{

ascii = (int)str[i];

freq[ascii] += 1;

i++;

}

/\* Finds minimum frequency \*/

min = 0;

for(i=0; i<MAX\_CHARS; i++)

{

if(freq[i] != 0)

{

if(freq[min] == 0 || freq[i] < freq[min])

min = i;

}

}

printf("Minimum occurring character is '%c' = %d.", min, freq[min]);

return 0;

}

1. Write a C program to count frequency of each character in a string.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum string size

int main()

{

char str[MAX\_SIZE];

int i, len;

int freq[26];

/\* Input string from user \*/

printf("Enter any string: ");

gets(str);

len = strlen(str);

/\* Initialize frequency of each character to 0 \*/

for(i=0; i<26; i++)

{

freq[i] = 0;

}

/\* Find total number of occurrences of each character \*/

for(i=0; i<len; i++)

{

/\* If the current character is lowercase alphabet \*/

if(str[i]>='a' && str[i]<='z')

{

freq[str[i] - 97]++;

}

else if(str[i]>='A' && str[i]<='Z')

{

freq[str[i] - 65]++;

}

}

/\* Print the frequency of all characters in the string \*/

printf("\nFrequency of all characters in the given string: \n");

for(i=0; i<26; i++)

{

/\* If current character exists in given string \*/

if(freq[i] != 0)

{

printf("'%c' = %d\n", (i + 97), freq[i]);

}

}

return 0;

}

1. Write a C program to remove first occurrence of a character from string.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum string size

/\* Function declaration \*/

void removeFirst(char \*, const char);

int main()

{

char str[MAX\_SIZE];

char toRemove;

printf("Enter any string: ");

gets(str);

printf("Enter character to remove from string: ");

toRemove = getchar();

removeFirst(str, toRemove);

printf("String after removing first '%c' : %s", toRemove, str);

return 0;

}

/\*\*

\* Function to remove first occurrence of a character from the string.

\*/

void removeFirst(char \* str, const char toRemove)

{

int i = 0;

int len = strlen(str);

/\* Run loop till the first occurrence of the character is not found \*/

while(i<len && str[i]!=toRemove)

i++;

/\* Shift all characters right to the position found above, to one place left \*/

while(i < len)

{

str[i] = str[i+1];

i++;

}

}

1. Write a C program to remove last occurrence of a character from string.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum string size

/\* Function declaration \*/

void removeLast(char \*, const char);

int main()

{

char str[MAX\_SIZE];

char toRemove;

printf("Enter any string: ");

gets(str);

printf("Enter character to remove from string: ");

toRemove = getchar();

removeLast(str, toRemove);

printf("String after removing last '%c' : %s", toRemove, str);

return 0;

}

/\*\*

\* Function to remove last occurrence of a character from the string.

\*/

void removeLast(char \* str, const char toRemove)

{

int i, lastPosition;

int len = strlen(str);

/\* Assume that character does not exist in string \*/

lastPosition = -1;

i=0;

while(i<len)

{

if(str[i] == toRemove)

{

lastPosition = i;

}

i++;

}

/\* If character exists in string \*/

if(lastPosition != -1)

{

i = lastPosition;

/\*

\* Shift all characters right to the position found above to left

\*/

while(i<len)

{

str[i] = str[i+1];

i++;

}

}

}

1. Write a C program to remove all occurrences of a character from string.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum string size

/\*\* Function declaration \*/

void removeAll(char \*, const char);

int main()

{

char str[MAX\_SIZE];

char toRemove;

printf("Enter any string: ");

gets(str);

printf("Enter character to remove from string: ");

toRemove = getchar();

removeAll(str, toRemove);

printf("String after removing '%c': %s", toRemove, str);

return 0;

}

/\*\*

\* Function to remove all occurrences of a character from the string.

\*/

void removeAll(char \* str, const char toRemove)

{

int i, j;

int len = strlen(str);

for(i=0; i<len; i++)

{

/\*

\* If the character to remove is found then shift all characters to one

\* place left and decrement the length of string by 1.

\*/

if(str[i] == toRemove)

{

for(j=i; j<len; j++)

{

str[j] = str[j+1];

}

len--;

// If a character is removed then make sure i doesn't increments

i--;

}

}

}

1. Write a C program to remove all repeated characters from a given string.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum string size

/\* Function declarations \*/

void removeDuplicates(char \* str);

void removeAll(char \* str, const char toRemove, int index);

int main()

{

char str[MAX\_SIZE];

/\* Input string from user \*/

printf("Enter any string: ");

gets(str);

printf("String before removing duplicates: %s\n", str);

removeDuplicates(str);

printf("String after removing duplicates: %s\n", str);

return 0;

}

/\*\*

\* Remove all duplicate characters from the given string

\*/

void removeDuplicates(char \* str)

{

int i = 0;

while(str[i] != '\0')

{

/\* Remove all duplicate of character string[i] \*/

removeAll(str, str[i], i + 1);

i++;

}

}

/\*\*

\* Remove all occurrences of a given character from string.

\*/

void removeAll(char \* str, const char toRemove, int index)

{

int i;

while(str[index] != '\0')

{

/\* If duplicate character is found \*/

if(str[index] == toRemove)

{

/\* Shift all characters from current position to one place left \*/

i = index;

while(str[i] != '\0')

{

str[i] = str[i + 1];

i++;

}

}

else

{

index++;

}

}

}

1. Write a C program to replace first occurrence of a character with another in a string.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum string size

/\* Function declaration \*/

void replaceFirst(char \* str, char oldChar, char newChar);

int main()

{

char str[MAX\_SIZE], oldChar, newChar;

printf("Enter any string: ");

gets(str);

printf("Enter character to replace: ");

oldChar = getchar();

// Used to skip extra ENTER character

getchar();

printf("Enter character to replace '%c' with: ", oldChar);

newChar = getchar();

printf("\nString before replacing: %s\n", str);

replaceFirst(str, oldChar, newChar);

printf("String after replacing first '%c' with '%c' : %s", oldChar, newChar, str);

return 0;

}

/\*\*

\* Replace first occurrence of a character with

\* another in given string.

\*/

void replaceFirst(char \* str, char oldChar, char newChar)

{

int i=0;

/\* Run till end of string \*/

while(str[i] != '\0')

{

/\* If an occurrence of character is found \*/

if(str[i] == oldChar)

{

str[i] = newChar;

break;

}

i++;

}

}

1. Write a C program to replace last occurrence of a character with another in a string.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum string size

/\* Function declaration \*/

void replaceLast(char \* str, char oldChar, char newChar);

int main()

{

char str[MAX\_SIZE], oldChar, newChar;

printf("Enter any string: ");

gets(str);

printf("Enter character to replace: ");

oldChar = getchar();

// Dummy getchar() to eliminate extra ENTER character

getchar();

printf("Enter character to replace '%c' with: ", oldChar);

newChar = getchar();

printf("\nString before replacing: \n%s", str);

replaceLast(str, oldChar, newChar);

printf("\n\nString after replacing '%c' with '%c': \n%s", oldChar, newChar, str);

return 0;

}

/\*\*

\* Replace last occurrence of a character with

\* another in given string.

\*/

void replaceLast(char \* str, char oldChar, char newChar)

{

int i, lastIndex;

lastIndex = -1;

i = 0;

/\* Run till end of string \*/

while(str[i] != '\0')

{

/\* If an occurrence of character is found \*/

if(str[i] == oldChar)

{

lastIndex = i;

}

i++;

}

if(lastIndex != -1)

{

str[lastIndex] = newChar;

}

}

1. Write a C program to replace all occurrences of a character with another in a string.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum string size

/\* Function declaration \*/

void replaceAll(char \* str, char oldChar, char newChar);

int main()

{

char str[MAX\_SIZE], oldChar, newChar;

printf("Enter any string: ");

gets(str);

printf("Enter character to replace: ");

oldChar = getchar();

// Dummy getchar() to eliminate extra ENTER character

getchar();

printf("Enter character to replace '%c' with: ", oldChar);

newChar = getchar();

printf("\nString before replacing: \n%s", str);

replaceAll(str, oldChar, newChar);

printf("\n\nString after replacing '%c' with '%c' : \n%s", oldChar, newChar, str);

return 0;

}

/\*\*

\* Replace all occurrence of a character in given string.

\*/

void replaceAll(char \* str, char oldChar, char newChar)

{

int i = 0;

/\* Run till end of string \*/

while(str[i] != '\0')

{

/\* If occurrence of character is found \*/

if(str[i] == oldChar)

{

str[i] = newChar;

}

i++;

}

}

1. Write a C program to find first occurrence of a word in a given string.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum string size

int main()

{

char str[MAX\_SIZE], word[MAX\_SIZE];

int i, index, found = 0;

/\* Input string and word from user \*/

printf("Enter any string: ");

gets(str);

printf("Enter word to be searched: ");

gets(word);

/\* Run loop from start to end of string \*/

index = 0;

while(str[index] != '\0')

{

/\* If first character of word matches with the given string \*/

if(str[index] == word[0])

{

/\* Match entire word with current found index \*/

i=0;

found = 1;

while(word[i] != '\0')

{

if(str[index + i] != word[i])

{

found = 0;

break;

}

i++;

}

}

/\* If the word is found then get out of loop \*/

if(found == 1)

{

break;

}

index++;

}

/\* Print success message if the word is found \*/

if(found == 1)

{

printf("\n'%s' is found at index %d.", word, index);

}

else

{

printf("\n'%s' is not found.", word);

}

return 0;

}

1. Write a C program to find last occurrence of a word in a given string.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum string size

int main()

{

char str[MAX\_SIZE];

char word[MAX\_SIZE];

int i, j, index, found;

int strLen, wordLen;

/\* Input string and word from user \*/

printf("Enter any string: ");

gets(str);

printf("Enter any word to search: ");

gets(word);

index = -1;

strLen = strlen(str); // Find length of string

wordLen = strlen(word); // Find length of word

/\*

\* Runs a loop from starting index of string to

\* length of string - word length

\*/

for(i=0; i<=strLen - wordLen; i++)

{

// Match word at current position

found = 1;

for(j=0; j<wordLen; j++)

{

//If word is not matched

if(str[i + j] != word[j])

{

found = 0;

break;

}

}

// If word have been found then store the current found index

if(found == 1)

{

index = i;

}

}

if(index == -1)

{

printf("\n'%s' not found.", word);

}

else

{

printf("\nLast index of '%s' = %d", word, index);

}

return 0;

}

1. Write a C program to search all occurrences of a word in given string.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum string size

int main()

{

char str[MAX\_SIZE];

char word[MAX\_SIZE];

int i, j, found;

int strLen, wordLen;

/\* Input string and word from user \*/

printf("Enter any string: ");

gets(str);

printf("Enter any word to search: ");

gets(word);

strLen = strlen(str); // Find length of string

wordLen = strlen(word); // Find length of word

/\*

\* Run a loop from starting index of string to

\* length of string - word length

\*/

for(i=0; i<strLen - wordLen; i++)

{

// Match word at current position

found = 1;

for(j=0; j<wordLen; j++)

{

// If word is not matched

if(str[i + j] != word[j])

{

found = 0;

break;

}

}

// If word have been found then print found message

if(found == 1)

{

printf("'%s' found at index: %d \n", word, i);

}

}

return 0;

}

1. Write a C program to count occurrences of a word in a given string.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum string size

/\* Function declaration \*/

int countOccurrences(char \* str, char \* toSearch);

int main()

{

char str[MAX\_SIZE];

char toSearch[MAX\_SIZE];

int count;

/\* Input string and word from user \*/

printf("Enter any string: ");

gets(str);

printf("Enter word to search occurrences: ");

gets(toSearch);

count = countOccurrences(str, toSearch);

printf("Total occurrences of '%s': %d", toSearch, count);

return 0;

}

/\*\*

\* Get, total number of occurrences of a word in a string

\*/

int countOccurrences(char \* str, char \* toSearch)

{

int i, j, found, count;

int stringLen, searchLen;

stringLen = strlen(str); // length of string

searchLen = strlen(toSearch); // length of word to be searched

count = 0;

for(i=0; i <= stringLen-searchLen; i++)

{

/\* Match word with string \*/

found = 1;

for(j=0; j<searchLen; j++)

{

if(str[i + j] != toSearch[j])

{

found = 0;

break;

}

}

if(found == 1)

{

count++;

}

}

return count;

}

1. Write a C program to remove first occurrence of a word from string.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum string size

/\*\* Function declaration \*/

void removeFirst(char \* str, const char \* toRemove);

int main()

{

char str[MAX\_SIZE];

char toRemove[MAX\_SIZE];

/\* Input string and word to be removed from user \*/

printf("Enter any string: ");

gets(str);

printf("Enter string to be removed: ");

gets(toRemove);

removeFirst(str, toRemove);

printf("\nString after removing '%s': \n%s", toRemove, str);

return 0;

}

/\*\*

\* Remove first occurrence of a word from string

\*/

void removeFirst(char \* str, const char \* toRemove)

{

int i, j;

int len, removeLen;

int found = 0;

len = strlen(str);

removeLen = strlen(toRemove);

for(i=0; i<len; i++)

{

found = 1;

for(j=0; j<removeLen; j++)

{

if(str[i+j] != toRemove[j])

{

found = 0;

break;

}

}

/\* If word has been found then remove it by shifting characters \*/

if(found == 1)

{

for(j=i; j<=len-removeLen; j++)

{

str[j] = str[j + removeLen];

}

// Terminate from loop so only first occurrence is removed

break;

}

}

}

1. Write a C program to remove last occurrence of a word in given string.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum string size

int main()

{

char str[MAX\_SIZE];

char word[MAX\_SIZE];

int i, j, found, index;

int stringLen, wordLen;

/\* Input string and word from user \*/

printf("Enter any string: ");

gets(str);

printf("Enter word to remove: ");

gets(word);

stringLen = strlen(str); // Length of string

wordLen = strlen(word); // Length of word

/\*

\* Run loop from start to end of string - word length

\*/

index = -1;

for(i=0; i<stringLen - wordLen; i++)

{

// Match word at current position

found = 1;

for(j=0; j<wordLen; j++)

{

// If word is not matched

if(str[i+j] != word[j])

{

found = 0;

break;

}

}

// If word is found then update index

if(found == 1)

{

index = i;

}

}

// If word not found

if(index == -1)

{

printf("'%s' not found.");

}

else

{

/\*

\* Shift all characters from right to left

\*/

for(i=index; i <= stringLen - wordLen; i++)

{

str[i] = str[i + wordLen];

}

printf("String after removing last '%s': \n%s", word, str);

}

return 0;

}

1. Write a C program to remove all occurrence of a word in given string.

**Source Code**

#include <stdio.h>

#include <string.h>

#define MAX\_SIZE 100 // Maximum string size

/\* Function declaration \*/

void removeAll(char \* str, char \* toRemove);

int main()

{

char str[MAX\_SIZE];

char toRemove[MAX\_SIZE];

/\* Input string and word from user \*/

printf("Enter any string: ");

gets(str);

printf("Enter word to remove: ");

gets(toRemove);

printf("String before removing '%s' : \n%s", toRemove, str);

removeAll(str, toRemove);

printf("\n\nString after removing '%s' : \n%s", toRemove, str);

return 0;

}

/\*\*

\* Remove all occurrences of a given word in string.

\*/

void removeAll(char \* str, char \* toRemove)

{

int i, j, stringLen, toRemoveLen;

int found;

stringLen = strlen(str); // Length of string

toRemoveLen = strlen(toRemove); // Length of word to remove

for(i=0; i <= stringLen - toRemoveLen; i++)

{

/\* Match word with string \*/

found = 1;

for(j=0; j<toRemoveLen; j++)

{

if(str[i + j] != toRemove[j])

{

found = 0;

break;

}

}

/\* If it is not a word \*/

if(str[i + j] != ' ' && str[i + j] != '\t' && str[i + j] != '\n' && str[i + j] != '\0')

{

found = 0;

}

/\*

\* If word is found then shift all characters to left

\* and decrement the string length

\*/

if(found == 1)

{

for(j=i; j<=stringLen - toRemoveLen; j++)

{

str[j] = str[j + toRemoveLen];

}

stringLen = stringLen - toRemoveLen;

// We will match next occurrence of word from current index.

i--;

}

}

}

1. Write a C program to trim leading white space characters from given string.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum string size

/\* Function declaration \*/

void trimLeading(char \* str);

int main()

{

char str[MAX\_SIZE];

/\* Input string from user \*/

printf("Enter any string: ");

gets(str);

printf("\nString before trimming leading whitespace: \n%s", str);

trimLeading(str);

printf("\n\nString after trimming leading whitespace: \n%s", str);

return 0;

}

/\*\*

\* Remove leading whitespace characters from string

\*/

void trimLeading(char \* str)

{

int index, i, j;

index = 0;

/\* Find last index of whitespace character \*/

while(str[index] == ' ' || str[index] == '\t' || str[index] == '\n')

{

index++;

}

if(index != 0)

{

/\* Shit all trailing characters to its left \*/

i = 0;

while(str[i + index] != '\0')

{

str[i] = str[i + index];

i++;

}

str[i] = '\0'; // Make sure that string is NULL terminated

}

}

1. Write a C program to trim trailing white space characters from given string.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum string size

/\* Function declaration \*/

void trimTrailing(char \* str);

int main()

{

char str[MAX\_SIZE];

/\* Input string from user \*/

printf("Enter any string: ");

gets(str);

printf("\nString before trimming trailing white space: \n'%s'", str);

trimTrailing(str);

printf("\n\nString after trimming trailing white spaces: \n'%s'", str);

return 0;

}

/\*\*

\* Remove trailing white space characters from string

\*/

void trimTrailing(char \* str)

{

int index, i;

/\* Set default index \*/

index = -1;

/\* Find last index of non-white space character \*/

i = 0;

while(str[i] != '\0')

{

if(str[i] != ' ' && str[i] != '\t' && str[i] != '\n')

{

index= i;

}

i++;

}

/\* Mark next character to last non-white space character as NULL \*/

str[index + 1] = '\0';

}

1. Write a C program to trim both leading and trailing white space characters from given string.

**Source Code**

#include <stdio.h>

#define MAX\_SIZE 100 // Maximum string size

/\* Function declaration \*/

void trim(char \* str);

int main()

{

char str[MAX\_SIZE];

/\* Input string from user \*/

printf("Enter any string: ");

gets(str);

printf("\nString before trimming white space: \n'%s'", str);

trim(str);

printf("\n\nString after trimming white space: \n'%s'", str);

return 0;

}

/\*\*

\* Remove leading and trailing white space characters

\*/

void trim(char \* str)

{

int index, i;

/\*

\* Trim leading white spaces

\*/

index = 0;

while(str[index] == ' ' || str[index] == '\t' || str[index] == '\n')

{

index++;

}

/\* Shift all trailing characters to its left \*/

i = 0;

while(str[i + index] != '\0')

{

str[i] = str[i + index];

i++;

}

str[i] = '\0'; // Terminate string with NULL

/\*

\* Trim trailing white spaces

\*/

i = 0;

index = -1;

while(str[i] != '\0')

{

if(str[i] != ' ' && str[i] != '\t' && str[i] != '\n')

{

index = i;

}

i++;

}

/\* Mark the next character to last non white space character as NULL \*/

str[index + 1] = '\0';

}

1. Write a C program to remove all extra blank spaces from given string.

**Source Code**

#include <stdio.h>

#include <stdlib.h>

#define MAX\_SIZE 100 // Maximum string size

/\* Function declaration \*/

char \* removeBlanks(const char \* str);

int main()

{

char str[MAX\_SIZE];

char \* newString;

printf("Enter any string: ");

gets(str);

printf("\nString before removing blanks: \n'%s'", str);

newString = removeBlanks(str);

printf("\n\nString after removing blanks: \n'%s'", newString);

return 0;

}

/\*\*

\* Removes extra blank spaces from the given string

\* and returns a new string with single blank spaces

\*/

char \* removeBlanks(const char \* str)

{

int i, j;

char \* newString;

newString = (char \*)malloc(MAX\_SIZE);

i = 0;

j = 0;

while(str[i] != '\0')

{

/\* If blank space is found \*/

if(str[i] == ' ')

{

newString[j] = ' ';

j++;

/\* Skip all consecutive spaces \*/

while(str[i] == ' ')

i++;

}

newString[j] = str[i];

i++;

j++;

}

// NULL terminate the new string

newString[j] = '\0';

return newString;

}